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» BRI IRV 2057

» A Water Problem

=

a x=0
f(x+1)=<b x=1
f(x)+ f(x —1) +sin(%) otherwise

XTT@%?EE’J‘; b,n, Kf(n). n<10'8.
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d(ui)p(ai)

» WTF is duipai?
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d(ui)p(ai)

» WTF is duipai?

» Automated generation of test data and execution of several programs.
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d(ui)p(ai)

» WTF is duipai?
» Automated generation of test data and execution of several programs.

» And most importantly, compare their results.
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d(ui)p(ai)

v

WTF is duipai?

Automated generation of test data and execution of several programs.

v

v

And most importantly, compare their results.

A " "
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A sample script for UNIX-like OS

#!/bin/bash
i=0
while(true)
do
./170312cgen > test.in
./170312ca < test.in > aa.out
./170312cb < test.in > bb.out
diff aa.out bb.out
if [ $7? -ne 0 ]
then
break
fi
echo $i passed
let i++
done
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How to use it?

v

Modify the script to your needs.

v

Save it as a script, e.g.: "xxx.sh”.

Give it the permission to execute. Run chmod +x <your_script_name_here> in

v

a terminal.

v

Run it! Type ./<your_script_name_here> in a terminal.
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What does this script do?

v

Run the input generator.

v

Feed the generated input to the compared program A and gather results from it.

v

Do the same thing with program B.

v

Check the output. If they differ, terminate the script. Otherwise loop.
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Explanation

» while(true)
do
done
break
> > <
redirection
> if
then
fi
$7
[, —ne

» Verification: diff / custom program
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Alternative approaches

v

Write a C/C++ program instead of a shell script?
system() in stdlib.h (cstdlib)
return value of system()

Windows batch file:
» IF %ERRORLEVELJ, EQU 0(GOTO :loop)

- Powershell?

v

v

v
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Writing input generators

» Random?

» Constructed special cases?
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Knapsack problem
| suck at this

v

Unbounded knapsack problem

v

Bounded knapsack problem
» 0/1 knapsack problem

v

NP-complete!

v

A No-Dynamic-Programming-At-All variant
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Knapsack problem
The No-DP-At-All variant

Fractional knapsack problem (a.k.a. Continuous knapsack problem)
» A knapsack of capacity W.
> N items, each having its weight w; and value per unit weight v;.
> Select an amount x; of each item so that the total weight doesn’t exceed the
capacity ( Zx,- < W) and maximizing the total value Zx,- X vj, where

1

i
xi € R, x; > 0.
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Knapsack problem
The No-DP-At-All variant

Fractional knapsack problem (a.k.a. Continuous knapsack problem)

>

>

>

A knapsack of capacity W.
N items, each having its weight w; and value per unit weight v;.
Select an amount x; of each item so that the total weight doesn't exceed the

capacity ( Zx,- < W) and maximizing the total value Zx,- X vj, where

1

i
xi € R, x; > 0.
Greedy.
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Knapsack problem
0/1 knapsack problem

» Still a knapsack of capacity W.
» Still N items, each having its weight w; and value v;.

» For each item, determine whether to put it in the knapsack so that the total
weight doesn't exceed the capacity and the total value is maximum.
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Knapsack problem
0/1 knapsack problem
A brute-force solution:

def dfs(i,remaining_capacity):
if(i==0): return O;
if (remaining_capacity<0):
return -inf;
ri=dfs(i-1,remaining_capacity);
r2=dfs(i-1,remaining_capacity-wl[i])+v[i];
return max(ril,r2);

v

Call dfs(N,W) for answer.

Each non-trivial invocation of dfs branch into two paths.

Time complexity: O(2").

A minor optimization: replace the second condition statement with

if (remaining_capacity<w[i]): return dfs(i-1,remaining_capacity);

v

v

v
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Knapsack problem
0/1 knapsack problem

A effective optimization: memoization.

f=[[-1 for i in range(N)] for j in range(W)]
def dfs(i,remaining_capacity):
if(i==0): return O;
if (remaining_capacity<w[i]):
return dfs(i-1,remaining_capacity);
if (£ [i] [remaining_capacity]!=-1):
return f[i] [remaining_capacity];
f[i] [remaining_ capacity]=max(
dfs(i-1,remaining_capacity),
dfs(i-1,remaining capacity-w[i])+v[i]);
return f[i] [remaining_capacity];
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Knapsack problem
0/1 knapsack problem

» For each parameter tuple of dfs, the function may only branch once.
» Time complexity: O(NW).

It's a pseudo-polynomial algorithm, so the knapsack problem is still NP-complete.
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Knapsack problem
0/1 knapsack problem

» For each parameter tuple of dfs, the function may only branch once.
» Time complexity: O(NW).
It's a pseudo-polynomial algorithm, so the knapsack problem is still NP-complete.

» Why does this work?
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Knapsack problem
0/1 knapsack problem

v

For each parameter tuple of dfs, the function may only branch once.
» Time complexity: O(NW).

It's a pseudo-polynomial algorithm, so the knapsack problem is still NP-complete.
» Why does this work?

» Once the result for a specific parameter tuple has been calculated, will it change
any further?

» Non-aftereffect property.
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Knapsack problem
0/1 knapsack problem

v

For each parameter tuple of dfs, the function may only branch once.
» Time complexity: O(NW).
It's a pseudo-polynomial algorithm, so the knapsack problem is still NP-complete.

» Why does this work?

» Once the result for a specific parameter tuple has been calculated, will it change
any further?

» Non-aftereffect property.

» Recursion? Phooey! That will be a lot of context switches!
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Knapsack problem
0/1 knapsack problem

v

For each parameter tuple of dfs, the function may only branch once.
» Time complexity: O(NW).

It's a pseudo-polynomial algorithm, so the knapsack problem is still NP-complete.
» Why does this work?

» Once the result for a specific parameter tuple has been calculated, will it change
any further?

» Non-aftereffect property.
» Recursion? Phooey! That will be a lot of context switches!

» Time for some black magic!
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Knapsack problem
0/1 knapsack problem

The iteration version.

f=[[0 for i in xrange(N)] for j in xrange(W)]
for i in xrange(1,N):
for j in xrange(0,W):
flil [jl1=max(f[i-1][j],
fli-1] [j-wl[il]+v[i] if j>=w[i] else 0);
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Knapsack problem
0/1 knapsack problem

» Recall that in the memoization version, in order to calculate results for
f[i, remaining _capacity] we must already have at least two results for f[i — 1, x].

» Why don't we calculate all f[i — 1, x] before calculating f[i, x]?
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Knapsack problem
0/1 knapsack problem

» Recall that in the memoization version, in order to calculate results for
f[i, remaining _capacity] we must already have at least two results for f[i — 1, x].

» Why don't we calculate all f[i — 1, x] before calculating f[i, x]?
» Got the maximum value now! Want the list of selected items?
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Knapsack problem
0/1 knapsack problem

Recall that in the memoization version, in order to calculate results for
f[i, remaining _capacity] we must already have at least two results for f[i — 1, x].

v

v

Why don't we calculate all f[i — 1, x| before calculating f{i, x]?

Got the maximum value now! Want the list of selected items?

v

Traceback.

v
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Knapsack problem
0/1 knapsack problem

» When we are at i = x of the outer loop, all values in f[y],y < x — 1 are no longer
used.

> If we don't need to traceback, can we save a bit of memory?
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Knapsack problem
0/1 knapsack problem

» When we are at i = x of the outer loop, all values in f[y],y < x — 1 are no longer

used.
> If we don't need to traceback, can we save a bit of memory?
> Yes! Just throw them away!

f=[0 for i in xrange(W)]

for i in xrange(1,N):

for j in xrange(W,w[i],-1):
fljl=max(£[j],f[j-wlill+v[i]);
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Knapsack problem
0/1 knapsack problem

» How does this work?
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Knapsack problem
0/1 knapsack problem

» How does this work?
(g[i][j] denotes the original f[i][j] from the two dimensional iterative solution.)

» When we are at j = y of the inner loop, f[0..y] are values from g[i — 1] and
fly + 1..W] contains values from g[i].

» Why reverse the inner loop?
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Knapsack problem
0/1 knapsack problem

» How does this work?
(g[i][j] denotes the original f[i][j] from the two dimensional iterative solution.)

» When we are at j = y of the inner loop, f[0..y] are values from g[i — 1] and
fly + 1..W] contains values from g[i].

» Why reverse the inner loop?

» Because we still need the values with smaller remaining_capacity from the last
iteration!
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Knapsack problem
Unbounded knapsack problem

» Same as the 0/1 knapsack problem, but each item has unlimited copies.
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Knapsack problem
Unbounded knapsack problem

» Same as the 0/1 knapsack problem, but each item has unlimited copies.

» Converting to 0/1 knapsack problem?
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Knapsack problem
Unbounded knapsack problem

» Same as the 0/1 knapsack problem, but each item has unlimited copies.
» Converting to 0/1 knapsack problem?

» Imitating Binary. We can obtaining any multiplicity of items from a combination
of 1x, 2x, 4x, 8x, ... of that item.
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Knapsack problem
Unbounded knapsack problem

» Same as the 0/1 knapsack problem, but each item has unlimited copies.

» Converting to 0/1 knapsack problem?

» Imitating Binary. We can obtaining any multiplicity of items from a combination
of 1x, 2x, 4x, 8x, ... of that item.

» Any other solutions?
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Knapsack problem
Unbounded knapsack problem

Another solution:
f=[0 for i in xrange(W)]
for i in xrange(1,N):
for j in xrange(w[i],W):
fl[jl=max (£ [j1,f[j-wlill+v[i]);
Wait... Isn't this our final solution for the 0/1 knapsack problem?
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Knapsack problem
Unbounded knapsack problem

» Not exactly! Note that the inner loop now iterate from wli] to W.
» Why?
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Knapsack problem
Unbounded knapsack problem

v

Not exactly! Note that the inner loop now iterate from w[i] to W.
Why?

Let's revisit the reason to iterate in reverse order in 0/1 knapsack problem:

v

v

We still need the values with smaller remaining _capacity from the last iteration.

v
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Knapsack problem
Unbounded knapsack problem

v

Not exactly! Note that the inner loop now iterate from w[i] to W.
Why?

Let's revisit the reason to iterate in reverse order in 0/1 knapsack problem:

v

v

v

We still need the values with smaller remaining _capacity from the last iteration.

v

Why do we need those values, instead of the shiney new values we just obtained?
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Knapsack problem
Unbounded knapsack problem

» Not exactly! Note that the inner loop now iterate from wli] to W.

» Why?

> Let's revisit the reason to iterate in reverse order in 0/1 knapsack problem:

» We still need the values with smaller remaining _capacity from the last iteration.
» Why do we need those values, instead of the shiney new values we just obtained?

» Because these values do not take the current item into consideration, effectively
ensuring that every item can be used at most once.

» But now we have unlimited copies of each item!
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Knapsack problem

Bounded knapsack problem

» Same as the 0/1 knapsack problem, but each item has C; copies.
» POJ 1276
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Knapsack problem

Bounded knapsack problem

» Same as the 0/1 knapsack problem, but each item has C; copies.
» POJ 1276
» Still solve by converting to a 0/1 knapsack problem.

Chris Xiong [5nEE 7%



Knapsack problem

Bounded knapsack problem

v

Same as the 0/1 knapsack problem, but each item has C; copies.
POJ 1276
Still solve by converting to a 0/1 knapsack problem.

v

v

v

How to limit the maximum number of copies?
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Knapsack problem

Bounded knapsack problem

» Same as the 0/1 knapsack problem, but each item has C; copies.
» POJ 1276

» Still solve by converting to a 0/1 knapsack problem.

» How to limit the maximum number of copies?

» By modifying the largest group so that if all groups are selected, the sum of
multiplicity equals to C;.
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Knapsack problem

Bounded knapsack problem

Another "stupid” solution that can also be applied to the unbounded knapsack
problem:

» For each item, we have C; + 1 choices.

v

We just iterate through these choices to update f[][].
This solution runs for O(WXG;).

» However it can be further optimized to O(NW) using some advanced DP
optimization technics.

v
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https://github.com/tianyicui/pack

Knapsack problem
Bounded knapsack problem

Another "stupid” solution that can also be applied to the unbounded knapsack
problem:

>

>

>

For each item, we have C; + 1 choices.
We just iterate through these choices to update f[][].
This solution runs for O(WX(;).

However it can be further optimized to O(NW) using some advanced DP
optimization technics.

We are not covering that here today.

More about knapsack problems:
https://github.com/tianyicui/pack
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So... what's the point?
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